**Design Pattern & Principles**

**Exercise 1: Implementing the Singleton Pattern**

**Scenario:**

You need to ensure that a logging utility class in your application has only one instance throughout the application lifecycle to ensure consistent logging.

**Steps:**

1. **Create a New Java Project:**
   * Create a new Java project named **SingletonPatternExample**.
2. **Define a Singleton Class:**
   * Create a class named Logger that has a private static instance of itself.
   * Ensure the constructor of Logger is private.
   * Provide a public static method to get the instance of the Logger class.
3. **Implement the Singleton Pattern:**
   * Write code to ensure that the Logger class follows the Singleton design pattern.
4. **Test the Singleton Implementation:**
   * Create a test class to verify that only one instance of Logger is created and used across the application.

**Code:**

class Logger {

// Private static instance

private static Logger *instance*;

// Private constructor

private Logger() {

System.***out***.println("Logger instance created.");

}

// Public static method to get the instance

public static Logger getInstance() {

if (*instance* == null) {

*instance* = new Logger(); // Lazy initialization

}

return *instance*;

}

public void log(String message) {

System.***out***.println("Log: " + message);

}

}

// Test class with main method

public class LoggerTest {

public static void main(String[] args) {

System.***out***.println("Getting Logger instance 1...");

Logger logger1 = Logger.*getInstance*();

System.***out***.println("Getting Logger instance 2...");

Logger logger2 = Logger.*getInstance*();

logger1.log("This is the first log message.");

logger2.log("This is the second log message.");

if (logger1 == logger2) {

System.***out***.println("Both logger1 and logger2 are the same instance.");

} else {

System.***out***.println("Different instances! Singleton failed.");

}

}

}

**Output:**
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**Exercise 2: Implementing the Factory Method Pattern**

**Scenario:**

You are developing a document management system that needs to create different types of documents (e.g., Word, PDF, Excel). Use the Factory Method Pattern to achieve this.

**Steps:**

1. **Create a New Java Project:**
   * Create a new Java project named **FactoryMethodPatternExample**.
2. **Define Document Classes:**
   * Create interfaces or abstract classes for different document types such as **WordDocument**, **PdfDocument**, and **ExcelDocument**.
3. **Create Concrete Document Classes:**
   * Implement concrete classes for each document type that implements or extends the above interfaces or abstract classes.
4. **Implement the Factory Method:**
   * Create an abstract class **DocumentFactory** with a method **createDocument()**.
   * Create concrete factory classes for each document type that extends DocumentFactory and implements the **createDocument()** method.
5. **Test the Factory Method Implementation:**
   * Create a test class to demonstrate the creation of different document types using the factory method.

**Code:**

// Define Document interface

interface Document {

void open();

}

// Create Concrete Document Classes

class WordDocument implements Document {

public void open() {

System.***out***.println("Opening Word document...");

}

}

class PdfDocument implements Document {

public void open() {

System.***out***.println("Opening PDF document...");

}

}

class ExcelDocument implements Document {

public void open() {

System.***out***.println("Opening Excel document...");

}

}

// Abstract Factory Class

abstract class DocumentFactory {

public abstract Document createDocument();

}

// Concrete Factory Classes

class WordFactory extends DocumentFactory {

public Document createDocument() {

return new WordDocument();

}

}

class PdfFactory extends DocumentFactory {

public Document createDocument() {

return new PdfDocument();

}

}

class ExcelFactory extends DocumentFactory {

public Document createDocument() {

return new ExcelDocument();

}

}

// Test Class

public class FactoryTest {

public static void main(String[] args) {

DocumentFactory wordFactory = new WordFactory();

Document wordDoc = wordFactory.createDocument();

wordDoc.open();

DocumentFactory pdfFactory = new PdfFactory();

Document pdfDoc = pdfFactory.createDocument();

pdfDoc.open();

DocumentFactory excelFactory = new ExcelFactory();

Document excelDoc = excelFactory.createDocument();

excelDoc.open();

}

}

**Output:**
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**Exercise 3: Implementing the Builder Pattern**

**Scenario:**

You are developing a system to create complex objects such as a Computer with multiple optional parts. Use the Builder Pattern to manage the construction process.

**Steps:**

1. **Create a New Java Project:**
   * Create a new Java project named **BuilderPatternExample**.
2. **Define a Product Class:**
   * Create a class **Computer** with attributes like **CPU**, **RAM**, **Storage**, etc.
3. **Implement the Builder Class:**
   * Create a static nested Builder class inside Computer with methods to set each attribute.
   * Provide a **build()** method in the Builder class that returns an instance of Computer.
4. **Implement the Builder Pattern:**
   * Ensure that the **Computer** class has a private constructor that takes the **Builder** as a parameter.
5. **Test the Builder Implementation:**
   * Create a test class to demonstrate the creation of different configurations of Computer using the Builder pattern.

**Code:**

// Define Product class

class Computer {

private String CPU;

private String RAM;

private String storage;

private String graphicsCard;

private boolean hasWiFi;

private boolean hasBluetooth;

// Private constructor accepts Builder

private Computer(Builder builder) {

this.CPU = builder.CPU;

this.RAM = builder.RAM;

this.storage = builder.storage;

this.graphicsCard = builder.graphicsCard;

this.hasWiFi = builder.hasWiFi;

this.hasBluetooth = builder.hasBluetooth;

}

// Static Nested Builder class

public static class Builder {

private String CPU;

private String RAM;

private String storage;

private String graphicsCard;

private boolean hasWiFi;

private boolean hasBluetooth;

public Builder setCPU(String CPU) {

this.CPU = CPU;

return this;

}

public Builder setRAM(String RAM) {

this.RAM = RAM;

return this;

}

public Builder setStorage(String storage) {

this.storage = storage;

return this;

}

public Builder setGraphicsCard(String graphicsCard) {

this.graphicsCard = graphicsCard;

return this;

}

public Builder setWiFi(boolean hasWiFi) {

this.hasWiFi = hasWiFi;

return this;

}

public Builder setBluetooth(boolean hasBluetooth) {

this.hasBluetooth = hasBluetooth;

return this;

}

public Computer build() {

return new Computer(this);

}

}

// Method to display configuration

public void displayConfiguration() {

System.***out***.println("CPU: " + CPU);

System.***out***.println("RAM: " + RAM);

System.***out***.println("Storage: " + storage);

System.***out***.println("Graphics Card: " + graphicsCard);

System.***out***.println("WiFi Enabled: " + hasWiFi);

System.***out***.println("Bluetooth Enabled: " + hasBluetooth);

}

}

// Test class

public class ComputerBuilderTest {

public static void main(String[] args) {

// Build a gaming computer

Computer gamingPC = new Computer.Builder()

.setCPU("Intel i9")

.setRAM("32GB")

.setStorage("1TB SSD")

.setGraphicsCard("NVIDIA RTX 4080")

.setWiFi(true)

.setBluetooth(true)

.build();

System.***out***.println("Gaming PC Configuration:");

gamingPC.displayConfiguration();

System.***out***.println("\nOffice PC Configuration:");

// Build an office computer with minimal specs

Computer officePC = new Computer.Builder()

.setCPU("Intel i5")

.setRAM("8GB")

.setStorage("512GB SSD")

.setWiFi(true)

.build();

officePC.displayConfiguration();

}

}

**Output:**
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**Exercise 4: Implementing the Adapter Pattern**

**Scenario:**

You are developing a payment processing system that needs to integrate with multiple third-party payment gateways with different interfaces. Use the Adapter Pattern to achieve this.

**Steps:**

1. **Create a New Java Project:**
   * Create a new Java project named **AdapterPatternExample**.
2. **Define Target Interface:**
   * Create an interface **PaymentProcessor** with methods like **processPayment()**.
3. **Implement Adaptee Classes:**
   * Create classes for different payment gateways with their own methods.
4. **Implement the Adapter Class:**
   * Create an adapter class for each payment gateway that implements PaymentProcessor and translates the calls to the gateway-specific methods.
5. **Test the Adapter Implementation:**
   * Create a test class to demonstrate the use of different payment gateways through the adapter.

**Code:**

// Target Interface

interface PaymentProcessor {

void processPayment(double amount);

}

// Adaptee Classes (Existing incompatible interfaces)

class PayPalGateway {

public void sendPayment(double amount) {

System.***out***.println("PayPal: Processing payment of $" + amount);

}

}

class StripeGateway {

public void makePayment(double amount) {

System.***out***.println("Stripe: Processing payment of $" + amount);

}

}

class RazorpayGateway {

public void pay(double amountInRupees) {

System.***out***.println("Razorpay: Processing payment of ₹" + amountInRupees);

}

}

// Adapter Classes

class PayPalAdapter implements PaymentProcessor {

private PayPalGateway payPal;

public PayPalAdapter(PayPalGateway payPal) {

this.payPal = payPal;

}

public void processPayment(double amount) {

payPal.sendPayment(amount);

}

}

class StripeAdapter implements PaymentProcessor {

private StripeGateway stripe;

public StripeAdapter(StripeGateway stripe) {

this.stripe = stripe;

}

public void processPayment(double amount) {

stripe.makePayment(amount);

}

}

class RazorpayAdapter implements PaymentProcessor {

private RazorpayGateway razorpay;

public RazorpayAdapter(RazorpayGateway razorpay) {

this.razorpay = razorpay;

}

public void processPayment(double amount) {

razorpay.pay(amount);

}

}

// Test Class

public class PaymentTest {

public static void main(String[] args) {

System.***out***.println("Using PayPal:");

PaymentProcessor paypal = new PayPalAdapter(new PayPalGateway());

paypal.processPayment(100.00);

System.***out***.println("\nUsing Stripe:");

PaymentProcessor stripe = new StripeAdapter(new StripeGateway());

stripe.processPayment(250.50);

System.***out***.println("\nUsing Razorpay:");

PaymentProcessor razorpay = new RazorpayAdapter(new RazorpayGateway());

razorpay.processPayment(350.75);

}

}

**Output:**

**![](data:image/png;base64,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)**

**Exercise 5: Implementing the Decorator Pattern**

**Scenario:**

You are developing a notification system where notifications can be sent via multiple channels (e.g., Email, SMS). Use the Decorator Pattern to add functionalities dynamically.

**Steps:**

1. **Create a New Java Project:**
   * Create a new Java project named **DecoratorPatternExample**.
2. **Define Component Interface:**
   * Create an interface **Notifier** with a method **send()**.
3. **Implement Concrete Component:**
   * Create a class **EmailNotifier** that implements Notifier.
4. **Implement Decorator Classes:**
   * Create abstract decorator class **NotifierDecorator** that implements **Notifier** and holds a reference to a **Notifier** object.
   * Create concrete decorator classes like **SMSNotifierDecorator**, **SlackNotifierDecorator** that extend **NotifierDecorator**.
5. **Test the Decorator Implementation:**
   * Create a test class to demonstrate sending notifications via multiple channels using decorators.

**Code:**

// Component Interface

interface Notifier {

void send(String message);

}

// Concrete Component

class EmailNotifier implements Notifier {

public void send(String message) {

System.***out***.println("Sending Email: " + message);

}

}

// Abstract Decorator

abstract class NotifierDecorator implements Notifier {

protected Notifier notifier;

public NotifierDecorator(Notifier notifier) {

this.notifier = notifier;

}

public void send(String message) {

notifier.send(message);

}

}

// Concrete Decorators

class SMSNotifierDecorator extends NotifierDecorator {

public SMSNotifierDecorator(Notifier notifier) {

super(notifier);

}

public void send(String message) {

super.send(message);

System.***out***.println("Sending SMS: " + message);

}

}

class SlackNotifierDecorator extends NotifierDecorator {

public SlackNotifierDecorator(Notifier notifier) {

super(notifier);

}

public void send(String message) {

super.send(message);

System.***out***.println("Sending Slack: " + message);

}

}

// Test Class

public class NotificationTest {

public static void main(String[] args) {

// Basic Email Notification

Notifier emailOnly = new EmailNotifier();

System.***out***.println("== Single Channel ==");

emailOnly.send("Meeting at 3 PM");

// Email + SMS

Notifier emailAndSMS = new SMSNotifierDecorator(new EmailNotifier());

System.***out***.println("\n== Email + SMS ==");

emailAndSMS.send("Your OTP is 123456");

// Email + SMS + Slack

Notifier allChannels = new SlackNotifierDecorator(

new SMSNotifierDecorator(

new EmailNotifier()));

System.***out***.println("\n== Email + SMS + Slack ==");

allChannels.send("System Alert: CPU usage exceeded 90%");

}

}

**Output:**

**![](data:image/png;base64,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)**

**Exercise 6: Implementing the Proxy Pattern**

**Scenario:**

You are developing an image viewer application that loads images from a remote server. Use the Proxy Pattern to add lazy initialization and caching.

**Steps:**

1. **Create a New Java Project:**
   * Create a new Java project named **ProxyPatternExample**.
2. **Define Subject Interface:**
   * Create an interface Image with a method **display()**.
3. **Implement Real Subject Class:**
   * Create a class **RealImage** that implements Image and loads an image from a remote server.
4. **Implement Proxy Class:**
   * Create a class **ProxyImage** that implements Image and holds a reference to RealImage.
   * Implement lazy initialization and caching in **ProxyImage**.
5. **Test the Proxy Implementation:**
   * Create a test class to demonstrate the use of **ProxyImage** to load and display images.

**Code:**

// Subject Interface

interface Image {

void display();

}

// Real Subject

class RealImage implements Image {

private String fileName;

public RealImage(String fileName) {

this.fileName = fileName;

loadFromRemoteServer();

}

private void loadFromRemoteServer() {

System.***out***.println("Loading image from remote server: " + fileName);

}

public void display() {

System.***out***.println("Displaying image: " + fileName);

}

}

// Proxy Class

class ProxyImage implements Image {

private RealImage realImage;

private String fileName;

public ProxyImage(String fileName) {

this.fileName = fileName;

}

public void display() {

if (realImage == null) {

realImage = new RealImage(fileName); // Lazy loading

} else {

System.***out***.println("Using cached image: " + fileName);

}

realImage.display();

}

}

// Test Class

public class ImageViewerTest {

public static void main(String[] args) {

Image img1 = new ProxyImage("nature.jpg");

Image img2 = new ProxyImage("cityscape.png");

// First load - real loading from remote

System.***out***.println("\n--- First time viewing nature.jpg ---");

img1.display();

// Second time - should use cache

System.***out***.println("\n--- Second time viewing nature.jpg ---");

img1.display();

// Viewing different image

System.***out***.println("\n--- First time viewing cityscape.png ---");

img2.display();

}

}

**Output:**

**![](data:image/png;base64,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)**

**Exercise 7: Implementing the Observer Pattern**

**Scenario:**

You are developing a stock market monitoring application where multiple clients need to be notified whenever stock prices change. Use the Observer Pattern to achieve this.

**Steps:**

1. **Create a New Java Project:**
   * Create a new Java project named **ObserverPatternExample**.
2. **Define Subject Interface:**
   * Create an interface **Stock** with methods to **register**, **deregister**, and **notify** observers.
3. **Implement Concrete Subject:**
   * Create a class **StockMarket** that implements **Stock** and maintains a list of observers.
4. **Define Observer Interface:**
   * Create an interface Observer with a method **update().**
5. **Implement Concrete Observers:**
   * Create classes **MobileApp**, **WebApp** that implement Observer.
6. **Test the Observer Implementation:**
   * Create a test class to demonstrate the registration and notification of observers.

**Code:**

import java.util.\*;

// Subject Interface

interface Stock {

void registerObserver(Observer o);

void removeObserver(Observer o);

void notifyObservers();

}

// Observer Interface

interface Observer {

void update(String stockName, double price);

}

// Concrete Subject

class StockMarket implements Stock {

private List<Observer> observers = new ArrayList<>();

private String stockName;

private double stockPrice;

public void setStockPrice(String stockName, double price) {

this.stockName = stockName;

this.stockPrice = price;

System.***out***.println("\n[StockMarket] Price updated for " + stockName + ": ₹" + price);

notifyObservers();

}

public void registerObserver(Observer o) {

observers.add(o);

System.***out***.println("[StockMarket] Registered observer: " + o.getClass().getSimpleName());

}

public void removeObserver(Observer o) {

observers.remove(o);

System.***out***.println("[StockMarket] Removed observer: " + o.getClass().getSimpleName());

}

public void notifyObservers() {

for (Observer o : observers) {

o.update(stockName, stockPrice);

}

}

}

// Concrete Observers

class MobileApp implements Observer {

public void update(String stockName, double price) {

System.***out***.println("[MobileApp] " + stockName + " is now ₹" + price);

}

}

class WebApp implements Observer {

public void update(String stockName, double price) {

System.***out***.println("[WebApp] " + stockName + " updated to ₹" + price);

}

}

// Test Class

public class StockObserverTest {

public static void main(String[] args) {

StockMarket market = new StockMarket();

Observer mobileApp = new MobileApp();

Observer webApp = new WebApp();

market.registerObserver(mobileApp);

market.registerObserver(webApp);

market.setStockPrice("TCS", 3850.50);

market.setStockPrice("INFY", 1540.75);

market.removeObserver(webApp);

market.setStockPrice("RELIANCE", 2850.00);

}

}

**Output:**
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**Exercise 8: Implementing the Strategy Pattern**

**Scenario:**

You are developing a payment system where different payment methods (e.g., Credit Card, PayPal) can be selected at runtime. Use the Strategy Pattern to achieve this.

**Steps:**

1. **Create a New Java Project:**
   * Create a new Java project named **StrategyPatternExample**.
2. **Define Strategy Interface:**
   * Create an interface PaymentStrategy with a method **pay()**.
3. **Implement Concrete Strategies:**
   * Create classes **CreditCardPayment**, **PayPalPayment** that implement **PaymentStrategy**.
4. **Implement Context Class:**
   * Create a class **PaymentContext** that holds a reference to **PaymentStrategy** and a method to execute the strategy.
5. **Test the Strategy Implementation:**
   * Create a test class to demonstrate selecting and using different payment strategies.

**Code:**

import java.util.Scanner;

// Strategy Interface

interface PaymentStrategy {

void pay(double amount);

}

// Concrete Strategies

class CreditCardPayment implements PaymentStrategy {

private String cardNumber;

public CreditCardPayment(String cardNumber) {

this.cardNumber = cardNumber;

}

public void pay(double amount) {

System.***out***.println("Paid ₹" + amount + " using Credit Card ending with " + cardNumber.substring(cardNumber.length() - 4));

}

}

class PayPalPayment implements PaymentStrategy {

private String email;

public PayPalPayment(String email) {

this.email = email;

}

public void pay(double amount) {

System.***out***.println("Paid ₹" + amount + " using PayPal account: " + email);

}

}

// Context Class

class PaymentContext {

private PaymentStrategy paymentStrategy;

public void setPaymentStrategy(PaymentStrategy paymentStrategy) {

this.paymentStrategy = paymentStrategy;

}

public void processPayment(double amount) {

if (paymentStrategy == null) {

System.***out***.println("Payment strategy not set.");

} else {

paymentStrategy.pay(amount);

}

}

}

// Test Class

public class PaymentStrategyTest {

public static void main(String[] args) {

Scanner sc = new Scanner(System.***in***);

PaymentContext context = new PaymentContext();

System.***out***.println("=== Select Payment Method ===");

System.***out***.println("1. Credit Card");

System.***out***.println("2. PayPal");

System.***out***.print("Enter choice (1 or 2): ");

int choice = sc.nextInt();

sc.nextLine(); // consume newline

switch (choice) {

case 1:

System.***out***.print("Enter Credit Card Number: ");

String card = sc.nextLine();

context.setPaymentStrategy(new CreditCardPayment(card));

break;

case 2:

System.***out***.print("Enter PayPal Email: ");

String email = sc.nextLine();

context.setPaymentStrategy(new PayPalPayment(email));

break;

default:

System.***out***.println("Invalid choice. Exiting.");

return;

}

System.***out***.print("Enter amount to pay: ₹");

double amount = sc.nextDouble();

context.processPayment(amount);

sc.close();

}

}

**Output:**
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**Exercise 9: Implementing the Command Pattern**

**Scenario:** You are developing a home automation system where commands can be issued to turn devices on or off. Use the Command Pattern to achieve this.

**Steps:**

1. **Create a New Java Project:**
   * Create a new Java project named **CommandPatternExample**.
2. **Define Command Interface:**
   * Create an interface Command with a method **execute()**.
3. **Implement Concrete Commands:**
   * Create classes **LightOnCommand**, **LightOffCommand** that implement Command.
4. **Implement Invoker Class:**
   * Create a class **RemoteControl** that holds a reference to a Command and a method to execute the command.
5. **Implement Receiver Class:**
   * Create a class **Light** with methods to turn on and off.
6. **Test the Command Implementation:**
   * Create a test class to demonstrate issuing commands using the **RemoteControl**.

**Code:**

// Command Interface

interface Command {

void execute();

}

// Receiver

class Light {

public void turnOn() {

System.***out***.println("Light is ON");

}

public void turnOff() {

System.***out***.println("Light is OFF");

}

}

// Concrete Commands

class LightOnCommand implements Command {

private Light light;

public LightOnCommand(Light light) {

this.light = light;

}

public void execute() {

light.turnOn();

}

}

class LightOffCommand implements Command {

private Light light;

public LightOffCommand(Light light) {

this.light = light;

}

public void execute() {

light.turnOff();

}

}

// Invoker

class RemoteControl {

private Command command;

public void setCommand(Command command) {

this.command = command;

}

public void pressButton() {

if (command != null) {

command.execute();

} else {

System.***out***.println("No command set.");

}

}

}

// Test Class

public class HomeAutomationTest {

public static void main(String[] args) {

Light livingRoomLight = new Light();

Command lightOn = new LightOnCommand(livingRoomLight);

Command lightOff = new LightOffCommand(livingRoomLight);

RemoteControl remote = new RemoteControl();

System.***out***.println("== Turning Light ON ==");

remote.setCommand(lightOn);

remote.pressButton();

System.***out***.println("\n== Turning Light OFF ==");

remote.setCommand(lightOff);

remote.pressButton();

}

}

**Output:**
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**Exercise 10: Implementing the MVC Pattern**

**Scenario:**

You are developing a simple web application for managing student records using the MVC pattern.

**Steps:**

1. **Create a New Java Project:**
   * Create a new Java project named **MVCPatternExample**.
2. **Define Model Class:**
   * Create a class **Student** with attributes like **name, id, and grade**.
3. **Define View Class:**
   * Create a class **StudentView** with a method **displayStudentDetails()**.
4. **Define Controller Class:**
   * Create a class **StudentController** that handles the communication between the model and the view.
5. **Test the MVC Implementation:**
   * Create a main class to demonstrate creating a **Student**, updating its details using **StudentController**, and displaying them using **StudentView**.

**Code:**

// Model

class Student {

private String name;

private String id;

private String grade;

public Student(String name, String id, String grade) {

this.name = name;

this.id = id;

this.grade = grade;

}

// Getters and setters

public String getName() {

return name;

}

public String getId() {

return id;

}

public String getGrade() {

return grade;

}

public void setName(String name) {

this.name = name;

}

public void setId(String id) {

this.id = id;

}

public void setGrade(String grade) {

this.grade = grade;

}

}

// View

class StudentView {

public void displayStudentDetails(String name, String id, String grade) {

System.***out***.println("Student Details:");

System.***out***.println("Name : " + name);

System.***out***.println("ID : " + id);

System.***out***.println("Grade : " + grade);

}

}

// Controller

class StudentController {

private Student model;

private StudentView view;

public StudentController(Student model, StudentView view) {

this.model = model;

this.view = view;

}

// Controller methods

public void updateView() {

view.displayStudentDetails(model.getName(), model.getId(), model.getGrade());

}

public void setStudentName(String name) {

model.setName(name);

}

public void setStudentId(String id) {

model.setId(id);

}

public void setStudentGrade(String grade) {

model.setGrade(grade);

}

}

// Main Test Class

public class MVCExampleTest {

public static void main(String[] args) {

// Create model

Student student = new Student("Ravi Kumar", "S101", "A");

// Create view

StudentView view = new StudentView();

// Create controller

StudentController controller = new StudentController(student, view);

// Initial data

System.***out***.println("=== Initial Student Record ===");

controller.updateView();

// Update data

controller.setStudentName("Ravi Raj");

controller.setStudentGrade("A+");

// Updated data

System.***out***.println("\n=== Updated Student Record ===");

controller.updateView();

}

}

**Output:**
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**Exercise 11: Implementing Dependency Injection**

**Scenario:**

You are developing a customer management application where the service class depends on a repository class. Use Dependency Injection to manage these dependencies.

**Steps:**

1. **Create a New Java Project:**
   * Create a new Java project named **DependencyInjectionExample**.
2. **Define Repository Interface:**
   * Create an interface **CustomerRepository** with methods like **findCustomerById()**.
3. **Implement Concrete Repository:**
   * Create a class **CustomerRepositoryImpl** that implements **CustomerRepository**.
4. **Define Service Class:**
   * Create a class **CustomerService** that depends on **CustomerRepository**.
5. **Implement Dependency Injection:**
   * Use constructor injection to inject **CustomerRepository** into **CustomerService**.
6. **Test the Dependency Injection Implementation:**
   * Create a main class to demonstrate creating a **CustomerService** with **CustomerRepositoryImpl** and using it to find a customer.

**Code:**

// Repository Interface

interface CustomerRepository {

String findCustomerById(String customerId);

}

// Concrete Repository Implementation

class CustomerRepositoryImpl implements CustomerRepository {

*@Override*

public String findCustomerById(String customerId) {

// Mocked data for demo

if (customerId.equals("C101")) {

return "Customer[ID=C101, Name=Ravi Kumar, Email=ravi@example.com]";

} else if (customerId.equals("C102")) {

return "Customer[ID=C102, Name=Anjali Sharma, Email=anjali@example.com]";

}

return "Customer not found";

}

}

// Service Class (Depends on Repository)

class CustomerService {

private CustomerRepository repository;

// Constructor-based Dependency Injection

public CustomerService(CustomerRepository repository) {

this.repository = repository;

}

public void showCustomer(String customerId) {

String customerData = repository.findCustomerById(customerId);

System.***out***.println(customerData);

}

}

// Main Class to Test

public class CustomerAppTest {

public static void main(String[] args) {

// Create repository (dependency)

CustomerRepository repo = new CustomerRepositoryImpl();

// Inject dependency via constructor

CustomerService service = new CustomerService(repo);

// Test finding customers

System.***out***.println("=== Fetching Customer C101 ===");

service.showCustomer("C101");

System.***out***.println("\n=== Fetching Customer C102 ===");

service.showCustomer("C102");

System.***out***.println("\n=== Fetching Non-Existent Customer C999 ===");

service.showCustomer("C999");

}

}

**OutPut:**
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